**Laboratory work #2. Time Complexity. Sorting.**

Solve this problems using sorting algorithms and define their time, space complexity.

Deadline: 15th September 2020 Week 3

<https://leetcode.com/problems/increasing-decreasing-string/>

![](data:image/png;base64,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)

class Solution {

public String sortString(String s) {

int[] freq = new int[128];

for (char c : s.toCharArray()) {

freq[c]++;

}

int temp = s.length();

StringBuilder answer = new StringBuilder();

while (temp > 0) {

for (int i = 97; i < 123; i++) {

if (freq[i] > 0) {

freq[i]--;

temp--;

answer.append((char) i);

}

}

for (int i = 123; i > 96; i--) {

if (freq[i] > 0) {

freq[i]--;

temp--;

answer.append((char) i);

}

}

}

return answer.toString();

}

}

Our hashmap for getting frequency. ASCII for a to z is between 97 to 112. The cycle is populate our hashmap. The loop until all char of string are added are added //step 7. Then go from smallest a (97) to 123(z) // step 1,2 and 3. Then the loop go reverse from z to a // step 4, 5 and 6.

<https://leetcode.com/problems/average-salary-excluding-the-minimum-and-maximum-salary/>

class Solution {

public double average(int[] salary) {

Arrays.sort(salary);

double sum=0;

for(int i = 1; i < salary.length - 1; ++i){

sum += salary[i];

}

return sum / (salary.length-2);

}

}

The program firstly sorted the array, then loop start from 1 to the length -1. Because the minimum and maximum is not including to the average. Time complexity is O(n).

<https://leetcode.com/problems/relative-sort-array/>
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class Solution {

public int[] relativeSortArray(int[] arr1, int[] arr2) {

int[] result = new int[arr1.length];

int counter = 0;

Arrays.sort(arr1);

for(int i = 0; i < arr2.length; i++){

for(int j = 0; j < arr1.length; j++){

if(arr2[i] == arr1[j]){

result[counter] = arr2[i];

counter++;

}

}

}

int m = result.length;

for(int i = 0; i < arr1.length; i++){

boolean flag = false;

for(int j = 0; j < arr2.length; j++){

if(arr1[i] == arr2[j]){

flag = true;

break;

}

}

if(!flag){

result[counter] = arr1[i];

counter++;

}

}

return result;

}

}

Time complexity is O(nm)

The program sort the the first array. Then the first loop run to the arr2 and the next loop run the arr1. If arr2 elements equal to the arr1 element, the arr2 element add to the result array. The next loops use to add tht missing elemenyt from arr1.

<https://leetcode.com/problems/sort-the-matrix-diagonally/>

class Solution {

public int[][] diagonalSort(int[][] mat) {

for(int i = 0; i < mat.length - 1; i++){

for(int j = 0; j < mat.length - 1; j++){

for(int n = 0; n < mat[j].length - 1; n++){

if(mat[j][n] > mat[j+1][n+1]){

int temp = mat[j][n];

mat[j][n] = mat[j+1][n+1];

mat[j+1][n+1] = temp;

}

}

}

}

return mat;

}

}

Time complexity is O(n^3)

The program runs for 3 loops. The second and third loop it to swap the elements in the diagonal. The first loop it to complete the all arrays.

<https://leetcode.com/problems/maximum-number-of-coins-you-can-get/>
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class Solution {

public int maxCoins(int[] piles) {

int n = piles.length;

Arrays.sort(piles);

int result = 0;

for (int i=n/3; i<n; i+=2) {

result += piles[i];

}

return result;

}

}

Time complexity is O(nlogn)

The program sort the piles. Then loop start from length of pile divide by 3 to length of piles. But the i increased by 2 times. The result array add the piles I’s element.

<https://leetcode.com/problems/sort-integers-by-the-power-value/>

class Solution {

private static int power(int n){

if(n==1)return 0;

if(n%2==1)return 1+power(3\*n+1);

return 1+power(n/2);

}

public static int getKth(int lo, int hi, int k) {

List <Integer>ans[]=new ArrayList[1111];

for(int i=lo;i<=hi;i++){

int pow=power(i);

if(ans[pow]==null)

ans[pow]=new ArrayList<>();

ans[pow].add(i);

}

for(List<Integer> i:ans){

if(i!=null){

for(int e:i){

k--;

if(k<=0)return e;

}

}

}

return 0;

}

}

Time complexity is O(n^2)

The function calculates the power of the number. Create the list ans. The loop runs from lo to hi and ans[pow] add to the new arraylist. The next loop populates the list elements to the I and the i not equal to the null.

<https://leetcode.com/problems/largest-perimeter-triangle/>

class Solution {

public int largestPerimeter(int[] A) {

Arrays.sort(A);

for (int i = A.length - 3; i >= 0; --i)

if (A[i] + A[i+1] > A[i+2])

return A[i] + A[i+1] + A[i+2];

return 0;

}

}

Time complexity is O(nlogn)

The array A sorted. Then loop runs from the length of the A array -3 to the 0. If array I plus i+1 more than i+2 the program return the sum of the 3 elements of the array.

<https://leetcode.com/problems/intersection-of-two-arrays/>

class Solution {

public int[] intersection(int[] nums1, int[] nums2) {

Set<Integer> set = new HashSet<>();

for (int i : nums1) {

set.add(i);

}

List<Integer> result = new ArrayList<>();

for (int i : nums2) {

if(set.contains(i)){

result.add(i);

set.remove(i);

}

}

int[] ints = new int[result.size()];

for (int i = 0; i < result.size(); i++) {

ints[i]=result.get(i);

}

return ints;

}

}

Time complexity is O(nlogn)

Create the new set hashset and add to the set elements of the array nums1. Then create the array list to the adding the result. The loop populate the nums2 arrays element if set contains the I, the result list added the I element. Then the run loop to convert to the int elements.

<https://leetcode.com/problems/k-closest-points-to-origin/>

class Solution {

public int[][] kClosest(int[][] points, int K) {

int N = points.length;

int[] dists = new int[N];

for (int i = 0; i < N; ++i)

dists[i] = dist(points[i]);

Arrays.sort(dists);

int distK = dists[K-1];

int[][] ans = new int[K][2];

int t = 0;

for (int i = 0; i < N; ++i)

if (dist(points[i]) <= distK)

ans[t++] = points[i];

return ans;

}

public int dist(int[] point) {

return point[0] \* point[0] + point[1] \* point[1];

}

Time complexity is O(nlogn)

The array dists add the distance of the elements of dist. Array sort the dists array. The loop run from 0 to length of points array. The condition is the distance from the dists array more than distance from k, the points I’s add to the ans array.

<https://leetcode.com/problems/largest-number/>
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class Solution {

public String largestNumber(int[] nums) {

String str[] = new String[nums.length];

for(int i = 0; i < nums.length; i++){

str[i] = Integer.toString(nums[i]);

}

Arrays.sort(str, (a,b) ->{

return (b+a).compareTo(a+b);

});

String result = "";

for(int i = 0; i < str.length; i++){

result += str[i];

}

if(result.charAt(0) == '0'){

return "0";

}

return result;

}

}

Time complexity is O(nlogn)

The program create the new string, then loop runs convert the each elements of the nums and add to str string. Array sort the str and compare the place of the digit. The result string save the str I’s element to the string. If the result array the chat at equal to the 0 the program return 0.